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Giới thiệu về RSA

Trong mật mã học, RSA là một thuật toán mật mã hóa khóa công khai. Đây là thuật toán đầu tiên phù hợp với việc tạo ra chữ ký điện tử đồng thời với việc mã hóa. Nó đánh dấu một sự tiến bộ vượt bậc của lĩnh vực mật mã học trong việc sử dụng khóa công cộng. RSA đang được sử dụng phổ biến trong thương mại điện tử và được cho là đảm bảo an toàn với điều kiện độ dài khóa đủ lớn.

Lịch sử

Thuật toán được Ron Rivest, Adi Shamir và Len Adleman mô tả lần đầu tiên vào năm 1977 tại Học viện Công nghệ Massachusetts (MIT). Tên của thuật toán lấy từ 3 chữ cái đầu của tên 3 tác giả.

Thuật toán RSA được MIT đăng ký bằng sáng chế tại Hoa Kỳ vào năm 1983 (Số đăng ký 4.405.829). Bằng sáng chế này hết hạn vào ngày 21 tháng 9 năm 2000. Tuy nhiên, do thuật toán đã được công bố trước khi có đăng ký bảo hộ nên sự bảo hộ hầu như không có giá trị bên ngoài Hoa Kỳ.

**Hoạt động**

### Mô tả sơ lược

Thuật toán RSA có **hai khóa**: khóa công khai (hay khóa công cộng) và khóa bí mật (hay khóa cá nhân). Mỗi khóa là những số cố định sử dụng trong quá trình mã hóa và giải mã. Khóa công khai được công bố rộng rãi cho mọi người và được dùng để mã hóa. Những thông tin được mã hóa bằng khóa công khai chỉ có thể được giải mã bằng khóa bí mật tương ứng. Nói cách khác, mọi người đều có thể mã hóa nhưng chỉ có người biết khóa cá nhân (bí mật) mới có thể giải mã được.

Ta có thể mô phỏng trực quan một hệ mật mã khoá công khai như sau: Bob muốn gửi cho Alice một thông tin mật mà Bob muốn duy nhất Alice có thể đọc được. Để làm được điều này, Alice gửi cho Bob một chiếc hộp có khóa đã mở sẵn và giữ lại chìa khóa. Bob nhận chiếc hộp, cho vào đó một tờ giấy viết thư bình thường và khóa lại (như loại khoá thông thường chỉ cần sập chốt lại, sau khi sập chốt khóa ngay cả Bob cũng không thể mở lại được-không đọc lại hay sửa thông tin trong thư được nữa). Sau đó Bob gửi chiếc hộp lại cho Alice. Alice mở hộp với chìa khóa của mình và đọc thông tin trong thư. Trong ví dụ này, chiếc hộp với khóa mở đóng vai trò khóa công khai, chiếc chìa khóa chính là khóa bí mật.

### Tạo khóa

Giả sử Alice và Bob cần trao đổi thông tin bí mật thông qua một kênh không an toàn (ví dụ như Internet). Với thuật toán RSA, Alice đầu tiên cần tạo ra cho mình cặp khóa gồm khóa công khai và khóa bí mật theo các bước sau:

1. Chọn 2 số nguyên tố lớn ![p \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANBAMAAACN24kIAAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAFVJREFUCB1jYHh7YO9qBgaGCe0JrAkMbA7RDMwXGBjYPjHwT2Bg4DVgyH/AwMAjwDAVqIR1A4MtkMqfwHkASF1+eRdIMhwEEQxgCaC2b2DOjj8OQBoA4+sTexM9h3sAAAAASUVORK5CYII=) và ![q \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAANBAMAAACJLlk1AAAALVBMVEX///9AQEAiIiIwMDDMzMxiYmIMDAy2trYWFhaKiorm5uZ0dHRQUFCenp4AAABu+UzIAAAAAXRSTlMAQObYZgAAAE9JREFUCB1jYOA9vesAA8MMhrIABpYnDOsKGJgVGO4xMPAFMBxiYPC7wNADJB243jIwsF1gfsDAwCId2MAABBwHQCTfBRBZtwBIMOaZMAAA+joRF6RBH0MAAAAASUVORK5CYII=) với ![p \ne q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAAUCAMAAADFhv/OAAAANlBMVEX///8ICAgKCgpAQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAAKhHPaAAAAAXRSTlMAQObYZgAAAONJREFUKBW1ktkSwyAIRUmNxrgh//+zBcxq0kz7UGayyCXHCwbgIcYH7SrldM09ZMJP9L/C8YPzigUyptx10TmvCXEUQoQwe4CJLwkTNF4DP+aW4nsOAM5GAO9gErLFTZMXe1p5YthITpKeZGLEn+4RTysosk8l1VFInupe3MMbKzVvxXBhnJZq9T68tIHVe2OFNqsb69zYMRbrur8X17Ec5XRum71xZVmt14gnfezg3JnBaFpWrR/ZcDkyVRfr3cB5vhe4lrfRaRtfwJ2eTg5U9LC2L+7hxlJZfpOtsr3cZ1V7A3O9Bxmbt3dYAAAAAElFTkSuQmCC), lựa chọn ngẫu nhiên và độc lập.
2. Tính: ![n = p q \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADkAAAANBAMAAADh3dsNAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trZAQEAEBATm5uZ0dHQwMDBiYmKKiooAAAAzevxMAAAAAXRSTlMAQObYZgAAAN5JREFUGBlj4LvDt/sUAwpg3cO37QEDa/auBAZuznaGYyBJDiUQUAayeJlMGKYwPGIovMAQsv4BgxmKVgZ3zgcM0ixfGNYXMDDEMzDMQ5Vl8F/A8JfHACTDkMzA8gtNdiMDy1f+C0AZBgZdBjYFkCzCXoYTDLwT/AMY1ICi3xkYN1wASSPAPKCQvwPXVwYG1g8M/F4bEDJAFstfhjsMjAE8HxgYuBsY2O6iSDJwi97ewMDSfUMBVRjK42kAM5gSoHxUihFiEX8AqjCU5+8AZtQvgPJRKD794yA+h/wRBgCfYTDzni2jHQAAAABJRU5ErkJggg==).
3. Tính: giá trị hàm số Ơle ![\phi(n) = (p-1)(q-1) \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALUAAAAVBAMAAADyYbJ0AAAAMFBMVEX///8MDAzMzMwiIiIEBASenp4WFhYwMDDm5uZQUFBAQEBiYmJ0dHS2traKiooAAAAYs3KwAAAAAXRSTlMAQObYZgAAArJJREFUOBG9k01oE1EUhU+mTSbJTCaCuFMMbuxGUrpzI8GVqzK4cdGFRVEQEYPiT/1rXBXctCD4AyLZigrZFaqLcWUVhXTrxqyEgkgRRKGInntn3sybMd16Yd69737nnjd5SYD/EF4rPsQfFg8zpNiPlTvRj4l8xPzNjF43hckpMQ3J9/iochyt9gG3RwXQ4Ks6XS25HDRFkjNigcbuRDmWbkynhj51bnoVbmh55EjWry6cFkJlNpfRpQf0xhVteFwrKSp301KLjNj9y9yIcix1xfuEysX7vVa6bGWlVBaxgHiDyrFUvZui+PrsKXAECFaDD/L1nJFmFiTlt8G7UdaRSr2pJEX5yfpKjqp3JQSWRlE9wgXAn3yJBWpu8amflZBLFeJVZnBU6izUm0pSfMHGICOs1NuN5DWjRgfHgOPLIxwmeZzTCTk0OcLefFe9qSR1vmN5mKPqXVtBbRqRsyVXh5PALNNaTqek3cM2uwckphSrN5WcoxMn4SjtCVVvr49S1AiDDn6xdR+OpIK3tN7A+cHpaxI3uU/um0rS5oCT/F8o1csx3s2hj4m+Xud51OYpes7Hum+56BvwOkxW6HtTSdoOcc4iLNW7PkAp9LAB7GPrNz8Ez72TFwqZJcl31ZtK0naryg9lh3q7I/hdr3xKfxzlLTSnovgYS8kfg7ONVasj5VVZaExaCl35tqxw57kpDYHNtVes+B/w+6hJuYuPFUL2vI6sDsuHfxZ6qiR1XqzN52ht8ecjeksvkuWuLBrBiqniTOL2861kJ0qdqxRGlG/KOpClHsoqMdHSlC4kxctOmCh1rpkOp1PAjNTqXZ027U+mSDJJu1XoxVtR6tzn3r+80WfPiQ+dM7hrCpPngou3TZ3LquRcff+lXF83rtUKWvHG71lNLQ0p9mPlTnQd+AvdnJo0+vQa6wAAAABJRU5ErkJggg==).
4. Chọn một số tự nhiên ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAJBAMAAAASvxsjAAAAJ1BMVEX///+enp4iIiJQUFDm5uYEBAS2trZAQEAwMDB0dHRiYmLMzMwAAAAq/jKMAAAAAXRSTlMAQObYZgAAADpJREFUCB1jYOBeuYqBgWEGAzsDA1sIQzIDA5PmSgEGBp4JQFEGHyALyBZgYNzAwG7AIAnkWM1KYAAAxqMG6JiU/LYAAAAASUVORK5CYII=) sao cho ![1 < e < \phi(n) \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGwAAAAVBAMAAABRZRb3AAAAMFBMVEX///90dHRiYmIEBASKioqenp7MzMwWFhZQUFAwMDAiIiIMDAy2trZAQEDm5uYAAACwFr2XAAAAAXRSTlMAQObYZgAAAbBJREFUOBG1Ur9Lw0AYfReTmraxjQVHoboJFoqIo1QQdCwOHVwsbh0ULVQcHDoIioNUEHEQzaAgguAf0KHgZhGKUweRTkJxsA4OgojfXe4uTtHFG+697/3go5cC/36Mor+CNQgTLX8Iv3Nkz6rIKZGmp6YQdBpApKYCJaC746kJeA6oZFJhNEYbyo3mafLUhJUNTSVRikFzvzYt2hvUShfakEQrvDYcuL0ftbsTqS+n0j7Tykx7GzgHzDFzkL9HJagtHskWq6ElqFa6OXfAxRbA+h5xTN6Brs09yRZuO06V80CpwHWymAYKrzlckrWras4ET4pzlRriGCi2BzfSA/0gLAGTBBlVg7HOs/y8+RAocdfJm1l8kb6HCIegBlbuiHziXQBdSkk2GGItTJFUhr1G8KC30TNtdkgBqFYQRCnxvIEmUCfxE3E3DRxSjdfFsa6LHNuwXDEDvsJqhkV/BHo+q4fkKpl12Gcf+zIER3xve2RcCVKZz4ySQp+btWBzeqMDoURsf9ERs6ppKElzdyCvMrGiYuGY5nbC4zc/9z78dkf8PQsqV1PkT2gW/Rjr4BuPF1oe1+CMBgAAAABJRU5ErkJggg==) và là số nguyên tố cùng nhau với ![\phi(n) \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACUAAAAVBAMAAAAzyjqdAAAAMFBMVEX///8MDAzMzMwiIiIEBASenp4WFhYwMDDm5uZQUFBAQEBiYmJ0dHS2traKiooAAAAYs3KwAAAAAXRSTlMAQObYZgAAAQJJREFUGBl9j7FKxEAURU+ia0wySb5A2NJysbORxcpKgo2FhSJYibCNoGChlaWCvaS1ENIJ2kwporD+QdoFkZQ2gneSYUtfce99Z94bZuCfSof94YefaeTfPkeXXcimEE4888GojcT7Ou0slS55Artz9jZnhUtfD/ewAflT/n6mjRKuG5tYTsAsPnKumy0cYbMxW7Bz07AO8S3xCBu2tLpkH7YhrQhsVuZjfsTuCGVixdSwULEpdkx8AElNUKZ8worYr5ZqogYzSQeHcAGDlmLVEuhHs+cXzejNpiJWDNRhnVw56WrmtHaS6PV9rTnr2PLIo6xSCPuJPc8i787yYd+8wh8mKzZqAxZTZgAAAABJRU5ErkJggg==).
5. Tính: ![d](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAOBAMAAAALT/umAAAALVBMVEX///9AQEAMDAx0dHTm5uYwMDDMzMyKiopiYmK2traenp4WFhYEBARQUFAAAABchOHyAAAAAXRSTlMAQObYZgAAAFNJREFUCB1jYGBg4D0HJIDgNoTaC6FegSmuB0CK80bvBiBVzZB3gYGB7RkD3wIGBtYNDOuAYnwNYG15CxhA2vwSWF4xMzAwLeB9shKoUrjhrgEDADvME9E0TkFKAAAAAElFTkSuQmCC) sao cho ![d e \equiv 1 \pmod{\phi(n)}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKwAAAAVBAMAAAAp2hhWAAAAMFBMVEX///+KioowMDAMDAzm5ua2trbMzMwiIiJiYmJ0dHSenp4WFhZQUFAEBARAQEAAAAA30ffnAAAAAXRSTlMAQObYZgAAArxJREFUOBGNlU1o02AYx39rk67p+jFvipcyUA+C7DAEQTCoCF60lyGoaBAU9GB3ceJACDpQYc4gyDYQLd5EcLsMD+5QdhBlc2yiZ4s414n4AWWDedDnTZo02bqPB5r3eZ7/P78+eZOmsMXQNvH5ugl+uskZrvxmjeliIdzy9UdgeEL2c1j38xN+4q7JUqRUxfuxesuQNdCzJnz1hKm6Hl4Sr8IVFyKVW6R9bLeUga7l4bBnnvCW8FHbF8X2hkUvD7CO1A39O2RLrmPF80WPe8Jlwp8s1AywNoT0U6D3KFvqd8gcpBFsshz0gySMDekZMcwKdHFgDP3dXWXf+1rFuHtmBNvajn5z23Dv5SFHvAMmXL332LsCY+ang+hsz++4I0JrCfpgiGKZW2RdVugQwWYsyHxjwUnUeIHWhd5Fm4vV+gyqKN35YGXLsrE20tCXyJVSs5xlVUSwORPieR7ACnPwhbiNtwnxkkER0VusP8QqkC7DNK09jNJ2Y0SuAo5dUmGplChWGkK6L9jUEjylWKpjJxGsmZPfltyijCNPcAUGydlMkXOhMNmhYpeiNsXeFqxRE6w1Wqhj5zgtcwmWdI/wfWyxwIR2sqBA0YhOa7rTKqw37Xl/2iUcOtQm0CYDyuvA24Siqa0YuRK6FaVGp43L98omKKza2wVVZMfUGZ+w9Y8oPVfgQFJumQOL0kjXurM2z5Vn4bqKayqNYmPtDexOEvtJdXLExQ5inymg9FGoHZehCzCOvtg/bVMdlkK2/agKU6Uz/364q8rlpVRB/3UwfWj+2V8nVR204NzIk2VZMN5W+12dh/Jg2fIcSnNWPlsJrXNdl1y3zNPQX8ovrLKue5Uwv6pulC6Whr4bYlZD3jirv+uamDxsoOsV2aAmtuatFqd5H664QqDHpMyv513blz+TDcPX5f4lTf4DWlmzQSWY5/MAAAAASUVORK5CYII=).

**Khóa công khai** bao gồm:

* *n*: môđun
* *e*: số mũ công khai (cũng gọi là *số mũ mã hóa*).

**Khóa bí mật** bao gồm:

* *n*, môđun, xuất hiện cả trong khóa công khai và khóa bí mật.
* *d*, số mũ bí mật (cũng gọi là *số mũ giải mã*).

Một dạng khác của khóa bí mật bao gồm:

* *p* and *q*, hai số nguyên tố chọn ban đầu,
* *d mod (p-1)* và *d mod (q-1)* (thường được gọi là *dmp1* và *dmq1*),
* *(1/q) mod p* (thường được gọi là *iqmp*)

Dạng này cho phép thực hiện giải mã và ký nhanh hơn với việc sử dụng định lý số dư Trung Quốc ([tiếng Anh](http://vi.wikipedia.org/wiki/Ti%E1%BA%BFng_Anh): Chinese Remainder Theorem - CRT). Ở dạng này, tất cả thành phần của khóa bí mật phải được giữ bí mật.

Alice gửi khóa công khai cho Bob, và giữ bí mật khóa cá nhân của mình. Ở đây, *p* và *q* giữ vai trò rất quan trọng. Chúng là các phân tố của n và cho phép tính *d* khi biết *e*. Nếu không sử dụng dạng sau của khóa bí mật (dạng CRT) thì *p* và *q* sẽ được xóa ngay sau khi thực hiện xong quá trình tạo khóa.

### Mã hóa

Giả sử Bob muốn gửi đoạn thông tin *M* cho Alice. Đầu tiên Bob chuyển *M* thành một số *m* < *n* theo một hàm có thể đảo ngược (từ *m* có thể xác định lại *M*) được thỏa thuận trước. Quá trình này được mô tả ở phần Chuyển đổi văn bản rõ.

Lúc này Bob có *m* và biết *n* cũng như *e* do Alice gửi. Bob sẽ tính *c* là bản mã hóa của *m* theo công thức:

![ c = m^e \mod{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIcAAAAQBAMAAADOqnHCAAAAMFBMVEX///8MDAwEBAQwMDCKiooiIiJQUFC2trbm5uYWFhaenp50dHRiYmJAQEDMzMwAAAANPn4DAAAAAXRSTlMAQObYZgAAAZVJREFUOBGtkT1Lw1AUht+22qRpEztJoaCDDo4d3HQQ0UF0KP4AKW7ikh+gtM6C7aLgVnDq1IBYhFaMgoLUL5DiEjSDKCJSB4XqUDw3SWmv/SCDB0Lufc+TJzcnQPe6LHXv4UXt0Wy2fJrc3LStljNtUaegWjzsFDuZ351ktocCcCl5RbCHxqUkVL52LVGMIs8uxObPtsrjfCgszpSW3g40CKvnKeC9XLBmwljaIpdKZgF5l9U27aGNmPIEkmzZUt4HVDSlhhzECIQIApaEsQlAqeO5hQX6zE/4Mm0STww3wA9GgTt4dHuwFnsL9Mc5BSBKH/BouPgT03OnJJHqwDGqWVvCWK8GpOniyx9H2sQOH7KXn5AkWCOJmVedX0xsNQUkVYtumUlAxzTEushbHIl9Epqi/YuJXSGQXqqYHD+g0leHwk9c2DgJm0mFbeQM6xMbDdFMprDG43kgCl9C51PnJJiDMgQpjA1LQmxtk+ZolLI8vg+MQZi0P7PREh4H/cP3e9+aZFyZwHrx6ItuINbQ6f4P9QuhP3/IBZQ5ewAAAABJRU5ErkJggg==)

Hàm trên có thể tính dễ dàng sử dụng phương pháp tính hàm mũ (theo môđun) bằng (thuật toán bình phương và nhân) Cuối cùng Bob gửi *c* cho Alice.

### Giải mã

Alice nhận *c* từ Bob và biết khóa bí mật *d*. Alice có thể tìm được *m* từ *c* theo công thức sau:

![m = c^d \mod{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIgAAAATBAMAAAC5NVjhAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAAbVJREFUOBGdUz1Iw0AU/mqbtBKSiovoIF1FhU4uDr3BRUWpCA4iiJtQh04ugoSCxUUaHAQnu2pB6uJSixVE3CyKDtZCR8ElKJWqi+/SNE2NhuANue+97yfvjgRwWeeaC+mVSnkVuuke3EhvnK866yLciruQbSqBj3bhQH3M0fqlEdIFN53PjbTipKzcbxVO4C1EKQXGnV6r4y0EieqgZXGCjhDlSSke7pzVfsjSlXxnZ3Hz5XG7kAPminTKdOWEcd5wA1LwGmt5QaeOOMHXFCf9k8Ib321rXRVzyGh+hl1NGEKAcY67V4DncA2XMEJsjowa6rGVHI5A1hGOBmsQS11lNI/D3VeAFgOGITOS2daRDZtwFHKSQmIqJD0TNUO4e4MEA+huIND53u6vX0MiFEI/pdSIxc0Qcof4JzkDJYkDVbPfiVD/M8SYZLk1Cbl9jKx1iCXchmp2G82GbXuDMB2HTxKkO8nSnYjM4Ovoypfh12nDhWy0rMcxhLJVNIEZojCkVH8Eu4y3yR3ez0MqIahh6b6pbD33KnctaO4Lrz297/M30xirrgILhdNPlRhyi9Ufyn+W3ywCbiq0j70qAAAAAElFTkSuQmCC)

Biết *m*, Alice tìm lại *M* theo phương pháp đã thỏa thuận trước. Quá trình giải mã hoạt động vì ta có

![c^d \equiv (m^e)^d \equiv m^{ed} \pmod{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO4AAAAXBAMAAAD+XW7AAAAAMFBMVEX///8EBAQwMDAMDAyKiooiIiJQUFC2trbm5uYWFhaenp50dHRiYmJAQEDMzMwAAACsLjbsAAAAAXRSTlMAQObYZgAAA1JJREFUSA2NVUtoE1EUPU3TTNpkJiIuFDdB3KmlK1EUjaILUaQuBHFRutCiKFIQEUHp4Kor24UoiougqyLiIJQKDTQqFktbLUL9tWhQEVRQF0K1i+K9782b96mNvsXcc+45Z27evGQCiJX7JWv960hYR68rLpUL2pZSzP4Hk7i4ruiaFc9PKaRqVgFRQ3GdtHoOsUU77lgT8eRYyZFwSjcmKhgilpm4rHsWIoMrGnFpDc7qSK5bYj8qhLorUL6cNFKRDz8EZrDEl4ANjmjE4/tkViU3BF5J/B3njKaA73Xj+/B9ZIsIfnj9umkiMriiEVfO4wpQvSjxIEZDo8uwQ/PdDN8g154/ppsmIoMrGnHlNOf6ZdHdieuRkmUNjK19Rg44g3Sx+bZtUowMjmjGlcuc67WLrl8ZLSlZ1nyn5vnxp0ADne/EEd00ERts0YwrpzkXy4BgdjiWUtfE6ibaVAL2Ffc+vjS+VopNZVlhmCxDLMtCce/ArkrH18EI3gk6RBoi5qYfpiuHyHMYGAh7ylaISUMNiJbX/HXokZpfldW8WgZTEPGGt5iOgl8YQHYTToe4xo5cQyteUJ1FsIBPVkYQ+l2laz+R6ldzM52LTLbBkimOxiKeAfNYATzHVkDsd3+hhA1k7UKTPGKOZb+JxbBArOUHGiOMMQWSF5o22QZpi68UR2MVD2huywIwEszHc8O7wGoSJ9EXJYnMGrH4fDmYaUdfDVeknMw1TJYhuQuDeO4jmsv/OCNf5uK5OAp69Dy3h8csWvygmqvYgeyCfJn+5TnbBusW4jlXwXPFfj21X9xApp/u3cVbCmpWiEkjfZpCNx1Mvu2jEH39WBKzZUi6DDhOz5nn8vlO8/m+Fo45Orsqv3PpK39edAD/oFj8AFIlgI5iC1KdVfBq5i4vw2QZpBpfUyU9dw+CbbiF7GbW6DtT6KUtXEV2tlLmDq9esRjlpoB7wEp46+VAem/ES5ssg5JFpbj3bmNm+8ubv6OW2ckavJnhd/zuzBXhT1BdZtk1ybZpLNAdh9eni+KOvYW29ff10mm3Ovwf1I079lTNaSQ0/qdS3FvyAyqHXZ24LQIX3EbC01ECGaQs9m/ixN1A0W1oPqQhoScW+w9ix51APsQfaZz6tn6fbDIAAAAASUVORK5CYII=).

Do *ed* ≡ 1 (mod *p*-1) và *ed* ≡ 1 (mod *q*-1), (theo Định lý Fermat nhỏ) nên:

![m^{ed} \equiv m \pmod{p}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKMAAAAXBAMAAACVGeLQAAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trZAQEAEBATm5uYiIiJ0dHQwMDBiYmKKiooAAABU0ngcAAAAAXRSTlMAQObYZgAAAn5JREFUOBGtVEtoE1EUPUkmmcTMJOpCUCgEXNmFzEIFqcLDv6tk4c6WThGpC6Gz8kNdZFEoQSgDFaQLSUE3upChBUWHwmykC7WOIii2gagbIagVRQgW8b5pMvPiTFLBHkhy7jn3nve4mQToQK7ZUW5GIWmbkdKRoRod5X8W2WUXtZf1jVNU9nfPCd1XHviMyDgM2a2aohTNv4TkK1t9SRECMr9ss2iO+F5XIjkhKx5Eim6S5I94FWoPCYoekoRIPAlc+q6tQey3AqULi4V1MXJQsGsLTLbf1AUlmj4My2JkHsit5Oy7t1bEKHmbB51mPzuNxzO1JTHlPjAy1Xh3wyb1iL0HuLk85+3yrNPYC8RKUNOXsGilyuJUwN1JXRnHhUAAdlAxyZQljJmpnThqSvsw7UW6u1iaQbFwplrHbSRXxSmfJ0//xhYNw75ApEKvQ1CbqOoJC4oRK0DmkZI+BRLiBfD+64jPkthG5pgHXtJRaQv9bYd/8sMPQy0jXxpjyJbpSuu7lJrIu+C/v35kfiBWoMY24s88MKrpqCrD9rbDP/kfC0VqFPmVIpvDpVZkVkORFkmRfciV+VwkYi4+8SMFTBBvRdIt1VX/loqBt4DsAj8hO5iXSsJUQPM6riGrHQ8UHAgiaSeKk2jtEuk6BgClzrdFS70cF4bkex4YSbToAchGQXCfEm/dMnkQ58xUBac07hdd1QESOrIG0iYuvibNxwyHyUt6ritIPWe+5Umj3wu7186/6MNo7SpwcmHum04N80M2vSeE1n+l090aFz3jQze7hy5Hb51viONOj9FuVmY22pG85yJlRLu91aFo+/2aToYSbW6g5liPhkfAH9xZouqTNGC5AAAAAElFTkSuQmCC)

và

![m^{ed} \equiv m \pmod{q}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKIAAAAXBAMAAAB624nuAAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trZAQEAEBATm5uYiIiJ0dHQwMDBiYmKKiooAAABU0ngcAAAAAXRSTlMAQObYZgAAAj1JREFUOBGtlEtoE1EUhv8kN5NM006roLgRoksVrIUWiogDCi4UWtRlwXSjLlyk+AJLsMWlm4voQkEi6KauBt0IYzALaVGDjg+I0JYO6FoqJIXiA88dk3lk7o0UezZzzv+d88+duXcGiISxHik3oWCDm2ASsegrRsr/K3KLDpbfu/82+dTZws76Sq7gp8A0ihmnzEOKPDXcTj0zGyivglT/YfMxPhkIquxEHOwKpBBNDwBf8CFgqmw+DkKOveM+pl22JjBs+YIqoTt3RsgxXQ3gcsXM2HU3EORZrhjXQ45YhbFk2HP3l8JOU1tEbKdJCexxoe34Vpk7/twF2/uEQy/ZLceT9i1gG/qyV7BgaTPxO5MigYkCkL2EmqutY5KzURwx9QPesDGgHQLe4HTZxUOkV6WOEpjlQKqKFa6v4SCwgK3AlDc8ZpKE3cAZ4CaSD0KOt4+KMIUSh/2kphx8BppaA3im/wb+PvVrb111YA/0BhJ5amzHvpqIl6KMw36xRgcfydEgxxd3mm3HX966yHEnjBmUzbZd9BqHWepsOYo1rvhrZE0k8kAJWEOmiqdsHLKIw1TBd6S3hRqGWu+RNVAmk7fi2VMWriZDftcei3hEigT2WoHjKa6N4jxnN7zhYbyj6wjoxNL2XQj/UPS7IkSXBJKkXR9KHp6f+O5opToHm17cL84ujlXEng+KdEOhdxmhg2TkN+TmNV9Wj9C295hqrCL3VAD0FeGckqpB2lGxiz9NVFWwm/61C8xx/AFPmKp3DX+sXAAAAABJRU5ErkJggg==)

Do *p* và *q* là hai số nguyên tố cùng nhau, áp dụng định lý số dư Trung Quốc(CRT), ta có:

![m^{ed} \equiv m \pmod{pq}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKwAAAAXBAMAAABkErldAAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trZAQEAEBATm5uYiIiJ0dHQwMDBiYmKKiooAAABU0ngcAAAAAXRSTlMAQObYZgAAAm5JREFUOBGtVEtoE1EUPUkmk5kmmVRBEUGILlU0FiqUIg4ouFBIUHdWTDfqwkWKP7AEKy4FGUQXChJBN3U12I0wBmchDWrQ8QMptKUjuhOkhaQQrOJ9kybzjSWQs0juPefck8ebOwFckJqutl8Nl+lXkisnWXC1fWji8wYWP5kbJ331Wrjzbiaed/STKMSMkuJggkvJ9PKxWx7mrd2LvzUlq4zbRLfqhF/Y6aEclugg8B2fPYaAdtbPeWMTuY6HdkAdw7DaIboV9PNeeGOjuu1YLMsxrWbaRHAVL/h5byyWIS1I2vTjBWfcxCaGrTQeIA6Y4Lf9Kk8ff2WC2/NCgVjUWrFn9J/7gJPaPWALksI1VFR+yn8GYgLEUB4QrqBq8k2MK9wIjsjiAWvY2C4LsjTIHwLe43TJxFNElwNjA0RBASI6lhRxFaNABZuBCTbM5e8iomZl4rELOAfcQfiJI/b+UQaZMX4xRWzEwBzQ4OvAS/Ev0LoEromU8c46YQ3YDbGOUJrcbeytMrxhrV9MsdMa+EKxEsW+ftBox8YzyOb+WCek2B2QplCS25nub78okHM9lp12yT5tooA5roFQGigCq4jpmOFyCIJfjOQ7sXR5qGJo/W4hmBjl6ihR0gd2FREV18OO0BvPGZ4REyAmVDv2lMKP4KLC3baGs0ZSxzA+UnMQtN70cC85/5bEhwzMGiASxd8cCh+eHVsx+GJNATc5v5/tOGbOasCxMluLDOt7gth1pNLKoYWT0j1FWuar3UZoixloMwZkq+rp41EXNz0tBnr5cKGL5X901AhWv63lmXB5TYbOil7xY6OBuIJ/12i83T2w5bAAAAAASUVORK5CYII=).

hay:

![c^d \equiv m \pmod{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJYAAAAXBAMAAAAbw6usAAAAMFBMVEX///8EBAQwMDAMDAyKiooiIiJQUFC2trbm5uYWFhaenp50dHRiYmJAQEDMzMwAAACsLjbsAAAAAXRSTlMAQObYZgAAAkxJREFUOBGtVDuIE1EUPZvNZzaTmQliIYgyiJ2/YOOCFtE2IikUxG1WRLGwSKOguGTYNFu5Uyl+irQWkkHQJlkMwgbW3YXFQgSDPFAUCzcBFW0M3vfms29mTLLFXkjeueece/Jy8wFEqX/ccyee9cJOpLgZuY1tZFmjPIov3lgp+nD4mWZR7Wtli1E9rDmGtcUOQ29iwmVbot67uIfbEjkE6mZMSMtZ8678Ah0rZowSKRZlEMrS6kI/g0dOzBglvkUJhLMyZWHQWp1i3BlhOpGe2tC9kAf0btNzJR6KqlB71iwt31s9KI+fB27uLi1vNmeAW63rwPfVlzY3JF8nWxfpvAQ8tap1ToXK2cW0Q6jK3H5q9jFtBj0ra6NmZaYxJbLUiaN4R2IX+gBf5BGBk+wnEnY4i//KjiPXh1GfKEIzJ9veezxnFHGExGtIlYMkZVMU9Uq2j0kHK4FEoE+PU8jlKavBoPZ7dS/LagB7SVzHohMMpA+IqhCRLmOR4X4gEfCyCpT1yoI6aFT83V+Fzi+9jiofjdVUG6ehDBRJ4Ha6F88S96Ite5/jEwIWf4/08jqTRlxoVPCW5j5LwgnCXhbfV5n2pdlC/037aAMfkCrirjehXRDFL0orOInELDmC4l8QLytp4xPLFlATWbRbY8EBHkDptuq+f0EU754De5A5zGP9WgLmfsxe+Xvn2GM8W/tIXXPpFyNVNaGt0Zn3nePP2hhLdmOMQZI1+ZIS78ME89H4UzFHe+ZGy2G1FG6jnRklRvX+v/D/PTkL/wCmnZyHEqxNpQAAAABJRU5ErkJggg==).

### Ví dụ

Sau đây là một ví dụ với những số cụ thể. Ở đây chúng ta sử dụng những số nhỏ để tiện tính toán còn trong thực tế phải dùng các số có giá trị đủ lớn.

Lấy:

|  |  |
| --- | --- |
| *p* = 61 | — số nguyên tố thứ nhất (giữ bí mật hoặc hủy sau khi tạo khóa) |
| *q* = 53 | — số nguyên tố thứ hai (giữ bí mật hoặc hủy sau khi tạo khóa) |
| *n* = *pq* = 3233 | — môđun (công bố công khai) |
| *e* = 17 | — số mũ công khai |
| *d* = 2753 | — số mũ bí mật |

Khóa công khai là cặp (*e*, *n*). Khóa bí mật là *d*. Hàm mã hóa là:

encrypt(*m*) = *me* mod *n* = *m*17 mod 3233

với *m* là văn bản rõ. Hàm giải mã là:

decrypt(*c*) = *cd* mod *n* = *c*2753 mod 3233

với *c* là văn bản mã.

Để mã hóa văn bản có giá trị 123, ta thực hiện phép tính:

encrypt(123) = 12317 mod 3233 = 855

Để giải mã văn bản có giá trị 855, ta thực hiện phép tính:

decrypt(855) = 8552753 mod 3233 = 123

Cả hai phép tính trên đều có thể được thực hiện hiệu quả nhờ thuật toán bình phương và nhân.

### Chuyển đổi văn bản rõ

Trước khi thực hiện mã hóa, ta phải thực hiện việc chuyển đổi văn bản rõ (chuyển đổi từ *M* sang *m*) sao cho không có giá trị nào của M tạo ra văn bản mã không an toàn. Nếu không có quá trình này, RSA sẽ gặp phải một số vấn đề sau:

* Nếu *m* = 0 hoặc *m* = 1 sẽ tạo ra các bản mã có giá trị là 0 và 1 tương ứng
* Khi mã hóa với số mũ nhỏ (chẳng hạn *e* = 3) và *m* cũng có giá trị nhỏ, giá trị ![m^e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAAPBAMAAAAMihLoAAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trZAQEAEBATm5uYiIiJ0dHQwMDBiYmKKiooAAABU0ngcAAAAAXRSTlMAQObYZgAAAIVJREFUCB1jYIAB7tsXYEwGhmqGAjiH8/fuCXAOqwCcycDAYsCwAcG9u9eBge8O3+6Vc+88AIvycpQxHN/A1gDmhMx/wLCYgfUDmMMQz8DQzcC0AMLRYuD8wsCoAOHIMvA1MMx3gHC+MbAfYNjMEgDiAbUyb2AoZwLLcBcwcExgyLkC4gAAdL4eAiqX1+cAAAAASUVORK5CYII=) cũng nhận giá trị nhỏ (so với *n*). Như vậy phép môđun không có tác dụng và có thể dễ dàng tìm được *m* bằng cách khai căn bậc *e* của *c* (bỏ qua môđun).
* RSA là phương pháp mã hóa xác định (không có thành phần ngẫu nhiên) nên kẻ tấn công có thể thực hiện tấn công lựa chọn bản rõ bằng cách tạo ra một bảng tra giữa bản rõ và bản mã. Khi gặp một bản mã, kẻ tấn công sử dụng bảng tra để tìm ra bản rõ tương ứng.

Trên thực tế, ta thường gặp 2 vấn đề đầu khi gửi các bản tin ASCII ngắn với *m* là nhóm vài ký tự ASCII. Một đoạn tin chỉ có 1 ký tự NUL sẽ được gán giá trị *m* = 0 và cho ra bản mã là 0 bất kể giá trị của *e* và *N*. Tương tự, một ký tự ASCII khác, SOH, có giá trị 1 sẽ luôn cho ra bản mã là 1. Với các hệ thống dùng giá trị *e* nhỏ thì tất cả ký tự ASCII đều cho kết quả mã hóa không an toàn vì giá trị lớn nhất của *m* chỉ là 255 và 2553 nhỏ hơn giá trị *n* chấp nhận được. Những bản mã này sẽ dễ dàng bị phá mã.

Để tránh gặp phải những vấn đề trên, RSA trên thực tế thường bao gồm một hình thức chuyển đổi ngẫu nhiên hóa *m* trước khi mã hóa. Quá trình chuyển đổi này phải đảm bảo rằng *m* không rơi vào các giá trị không an toàn. Sau khi chuyển đổi, mỗi bản rõ khi mã hóa sẽ cho ra một trong số khả năng trong tập hợp bản mã. Điều này làm giảm tính khả thi của phương pháp tấn công lựa chọn bản rõ (một bản rõ sẽ có thể tương ứng với nhiều bản mã tuỳ thuộc vào cách chuyển đổi).

Một số tiêu chuẩn, chẳng hạn như PKCS, đã được thiết kế để chuyển đổi bản rõ trước khi mã hóa bằng RSA. Các phương pháp chuyển đổi này bổ sung thêm bít vào M. Các phương pháp chuyển đổi cần được thiết kế cẩn thận để tránh những dạng tấn công phức tạp tận dụng khả năng biết trước được cấu trúc của bản rõ. Phiên bản ban đầu của PKCS dùng một phương pháp đặc ứng (ad-hoc) mà về sau được biết là không an toàn trước tấn công lựa chọn bản rõ thích ứng (adaptive chosen ciphertext attack). Các phương pháp chuyển đổi hiện đại sử dụng các kỹ thuật như chuyển đổi mã hóa bất đối xứng tối ưu (Optimal Asymmetric Encryption Padding - OAEP) để chống lại tấn công dạng này. Tiêu chuẩn PKCS còn được bổ sung các tính năng khác để đảm bảo an toàn cho chữ ký RSA (Probabilistic Signature Scheme for RSA - RSA-PSS).

**Các vấn đề đặt ra trong thực tế**

### Quá trình tạo khóa

Việc tìm ra 2 số nguyên tố đủ lớn *p* và *q* thường được thực hiện bằng cách thử xác suất các số ngẫu nhiên có độ lớn phù hợp (dùng phép kiểm tra nguyên tố cho phép loại bỏ hầu hết các hợp số).

*p* và *q* còn cần được chọn không quá gần nhau để phòng trường hợp phân tích *n* bằng phương pháp phân tích Fermat. Ngoài ra, nếu *p*-1 hoặc *q*-1 có thừa số nguyên tố nhỏ thì cũng có thể dễ dàng bị phân tích và vì thế *p* và *q* cũng cần được thử để tránh khả năng này.

Bên cạnh đó, cần tránh sử dụng các phương pháp tìm số ngẫu nhiên mà kẻ tấn công có thể lợi dụng để biết thêm thông tin về việc lựa chọn (cần dùng các bộ tạo số ngẫu nhiên tốt). Yêu cầu ở đây là các số được lựa chọn cần đồng thời ngẫu nhiên và không dự đoán được. Đây là các yêu cầu khác nhau: một số có thể được lựa chọn ngẫu nhiên (không có kiểu mẫu trong kết quả) nhưng nếu có thể dự đoán được dù chỉ một phần thì an ninh của thuật toán cũng không được đảm bảo. Một ví dụ là bảng các số ngẫu nhiên do tập đoàn Rand xuất bản vào những năm 1950 có thể rất thực sự ngẫu nhiên nhưng kẻ tấn công cũng có bảng này. Nếu kẻ tấn công đoán được một nửa chữ số của *p* hay *q* thì chúng có thể dễ dàng tìm ra nửa còn lại (theo nghiên cứu của Donald Coppersmith vào năm 1997)

Một điểm nữa cần nhấn mạnh là khóa bí mật *d* phải đủ lớn. Năm 1990, Wiener chỉ ra rằng nếu giá trị của *p* nằm trong khoảng *q* và 2*q* (khá phổ biến) và *d* < *n*1/4/3 thì có thể tìm ra được *d* từ *n* và *e*.

Mặc dù *e* đã từng có giá trị là 3 nhưng hiện nay các số mũ nhỏ không còn được sử dụng do có thể tạo nên những lỗ hổng (đã đề cập ở phần chuyển đổi văn bản rõ). Giá trị thường dùng hiện nay là 65537 vì được xem là đủ lớn và cũng không quá lớn ảnh hưởng tới việc thực hiện hàm mũ.

### Tốc độ

RSA có tốc độ thực hiện chậm hơn đáng kể so với DES và các thuật toán mã hóa đối xứng khác. Trên thực tế, Bob sử dụng một thuật toán mã hóa đối xứng nào đó để mã hóa văn bản cần gửi và chỉ sử dụng RSA để mã hóa khóa để giải mã (thông thường khóa ngắn hơn nhiều so với văn bản).

Phương thức này cũng tạo ra những vấn đề an ninh mới. Một ví dụ là cần phải tạo ra khóa đối xứng thật sự ngẫu nhiên. Nếu không, kẻ tấn công (thường ký hiệu là Eve) sẽ bỏ qua RSA và tập trung vào việc đoán khóa đối xứng.

### Phân phối khóa

Cũng giống như các thuật toán mã hóa khác, cách thức phân phối khóa công khai là một trong những yếu tố quyết định đối với độ an toàn của RSA. Quá trình phân phối khóa cần chống lại được tấn công đứng giữa (*man-in-the-middle attack*). Giả sử Eve có thể gửi cho Bob một khóa bất kỳ và khiến Bob tin rằng đó là khóa (công khai) của Alice. Đồng thời Eve có khả năng đọc được thông tin trao đổi giữa Bob và Alice. Khi đó, Eve sẽ gửi cho Bob khóa công khai của chính mình (mà Bob nghĩ rằng đó là khóa của Alice). Sau đó, Eve đọc tất cả văn bản mã hóa do Bob gửi, giải mã với khóa bí mật của mình, giữ 1 bản copy đồng thời mã hóa bằng khóa công khai của Alice và gửi cho Alice. Về nguyên tắc, cả Bob và Alice đều không phát hiện ra sự can thiệp của người thứ ba. Các phương pháp chống lại dạng tấn công này thường dựa trên các chứng thực khóa công khai (digital certificate) hoặc các thành phần của hạ tầng khóa công khai (public key infrastructure - PKI).

### Tấn công dựa trên thời gian

Vào năm 1995, Paul Kocher mô tả một dạng tấn công mới lên RSA: nếu kẻ tấn công nắm đủ thông tin về phần cứng thực hiện mã hóa và xác định được thời gian giải mã đối với một số bản mã lựa chọn thì có thể nhanh chóng tìm ra khóa *d*. Dạng tấn công này có thể áp dụng đối với hệ thống chữ ký điện tử sử dụng RSA. Năm 2003, Dan Boneh và David Brumley chứng minh một dạng tấn công thực tế hơn: phân tích thừa số RSA dùng mạng máy tính (Máy chủ web dùng SSL). Tấn công đã khai thác thông tin rò rỉ của việc tối ưu hóa định lý số dư Trung quốc mà nhiều ứng dụng đã thực hiện.

Để chống lại tấn công dựa trên thời gian là đảm bảo quá trình giải mã luôn diễn ra trong thời gian không đổi bất kể văn bản mã. Tuy nhiên, cách này có thể làm giảm hiệu suất tính toán. Thay vào đó, hầu hết các ứng dụng RSA sử dụng một kỹ thuật gọi là che mắt. Kỹ thuật này dựa trên tính nhân của RSA: thay vì tính *cd mod n*, Alice đầu tiên chọn một số ngẫu nhiên *r* và tính *(rec)d mod n*. Kết quả của phép tính này là *rm mod n* và tác động của r sẽ được loại bỏ bằng cách nhân kết quả với nghịch đảo của r. Đỗi với mỗi văn bản mã, người ta chọn một giá trị của r. Vì vậy, thời gian giải mã sẽ không còn phụ thuộc vào giá trị của văn bản mã.

**Tạo chữ ký số RSA**

Sơ đồ chữ ký

**1/. Tạo cặp khóa (bí mật, công khai) (a, b) :**

Chọn bí mật số nguyên tố lớn p, q, tính n = p \* q, công khai n, đặt P = A = Zn

Tính bí mật φ(n) = (p-1).(q-1).

Chọn khóa công khai b < φ(n), nguyên tố cung nhau với φ(n).

Khóa bí mật a là phần tử nghịch đảo của b theo mod φ(n): a\*b ≡ 1 (mod φ(n).

Tập cặp khóa (bí mật, công khai) K = {(a, b)/ a, b ∈ Zn , a\*b ≡ 1 (mod φ(n))}.

**2/. Ký số: Chữ ký trên x ∈ P là y = Sig k (x) = x a (mod n), y ∈ A. (R1)**

**3/. Kiểm tra chữ ký: Verk (x, y) = đúng ⇔ x ≡ y b (mod n). (R2)**

**Chú ý**

- So sánh giữa sơ đồ chữ ký RSA và sơ đồ mã hóa RSA ta thấy có sự tương ứng.

- Việc ký chẳng qua là mã hoá, việc kiểm thử lại chính là việc giải mã:

Việc “ký số” vào x tương ứng với việc “mã hoá” tài liệu x.

Kiểm thử chữ ký chính là việc giải mã “chữ ký”, để kiểm tra xem tài liệu đã giải mã có đúng là tài liệu trước khi ký không. Thuật toán và khóa kiểm thử “chữ ký” là công khai, ai cũng có thể kiểm thử chữ ký được.

**Ví dụ :** Chữ ký trên x = 2

**\*Tạo cặp khóa (bí mật, công khai) (a, b) :**

Chọn bí mật số nguyên tố p=3, q=5, tính n = p \* q = 3\*5 = 15, công khai n.

Đặt P = A = Zn = Zn . Tính bí mật φ(n) = (p-1).(q-1) = 2 \* 4 = 8.

Chọn khóa công khai b = 3 < φ(n), nguyên tố với φ(n) = 8.

Khóa bí mật a = 3, là phần tử nghịch đảo của b theo mod φ(n): a\*b ≡ 1 (mod φ(n).

**\* Ký số:**  Chữ ký trên x = 2 ∈ P là

y = Sig k (x) = x a (mod n)= 2 3 (mod 15) = 8, y ∈ A.

**\* Kiểm tra chữ ký:** Verk (x, y) = đúng ⇔ x ≡ y b (mod n)

⇔ 2 ≡ 8 3 (mod 15).

Độ an toàn của chữ ký RSA

\* Bài toán căn bản bảo đảm độ an toàn của Sơ đồ chữ ký RSA:

Bài toán tách số nguyên n thành tích của 2 số nguyên tố: n = p\*q

Vì nếu giải được bài toán này thì có thể tính được khóa mật a từ khóa công khai b và phần tử công khai n.

**1). Người gửi G gửi tài liệu x cùng chữ ký y đến người nhận N, có 2 cách xử lý:**

**a). Ký trước, Mã hóa sau:**

G ký trước vào x bằng chữ ký y = SigG (x), sau đó mã hoá x và y nhận được

z = eG (x, y). G gửi z cho N.

Nhận được z, N giải mã z để được x, y.

Tiếp theo kiểm tra chữ ký VerN (x, y) = true ?

**b). Mã hóa trước, Ký sau:**

G mã hoá trước x bằng u = eG (x), sau đó ký vào u bằng chữ ký v = SigG (u).

G gửi (u, v) cho N.

Nhận được (u, v), N giải mã u được x.

Tiếp theo kiểm tra chữ ký VerN (u, v) = true ?

**2). Giả sử H lấy trộm được thông tin trên đường truyền từ G đến N.**

+ Trong trường hợp a, H lấy được z. Trong trường hợp b, H lấy được (u, v).

+ Để tấn công x, trong cả hai trường hợp, H đều phải giải mã thông tin lấy được.

+ Để tấn công vào chữ ký, thay bằng chữ ký (giả mạo), thì xảy ra điều gì ?

- Trường hợp a, để tấn công chữ ký y, H phải giải mã z, mới nhận được y.

- Trường hợp b, để tấn công chữ ký v, H đã sẵn có v, H chỉ việc thay v bằng v’.

H thay chữ ký v trên u, bằng chữ ký của H là v’ = SigH(u), gửi (u, v’) đến N.

Khi nhận được v’, N kiểm thử thấy sai, gửi phản hồi lại G.

G có thể chứng minh chữ ký đó là giả mạo.

G gửi chữ ký đúng v cho N, nhưng quá trình truyền tin sẽ bị chậm lại.

+ Như vậy trong trường hợp b, H có thể giả mạo chữ ký mà không cần giải mã.

Vì thế có lời khuyên: Hãy ký trước, sau đó mã hoá cả chữ ký.
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